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# ВВЕДЕНИЕ

Задача заключается в написании собственных классов Array, Linked, Map, которые являются динамическими структурами данных. Задача выполнена на языке программирования Java. Каждый из классов содержит свои методы, соответствующие тем методам, которые заложены в самом языке программирования. Каждый метод использует динамическое выделение памяти. Написанные классы необходимо реализовать в задаче, написанной в методе Main.

# ТЕОРЕТИЧЕСКАЯ ЧАСТЬ

Array – автоматически расширяемый массив. Array может менять свой размер во время исполнения программы, при этом не обязательно указывать размерность при создании объекта. Есть возможность вставить элемент в произвольное место коллекции. А также спокойно удалить элемент из любого места. Элементы Array могут быть абсолютно любых типов в том числе и null[[1]](#java).

Преимущество: быстрая вставка в конец массива, быстрый поиск по индексу.  
Недостатки: копирование из старого массива в новый, дорогая операция вставки не в конец массива, дорогая операция удаления не из конца списка.

Linked – односвязный список, где каждый элемент структуры содержит указатели на следующий элемент. Linked реализует методы получения, удаления и вставки в начало, середину и конец списка, а также позволяет добавлять любые элементы, в том числе и null[[1]](#java).

Преимущество: быстрая вставка в конец массива и в начало массива  
Недостатки: дорогая операция поиска по индексу.

Map – структура в контейнерах, которой хранятся два объекта: ключ и связанное с ним значение. Map позволяет искать объекты по ключу. Объект, ассоциированный с ключом, называется значением. И ключи, и значения являются объектами. Ключи могут быть уникальными, а значения могут дублироваться. Некоторые отображения допускают пустые ключи и пустые значения[[1]](#java).

# ПРОЦЕСС РАЗРАБОТКИ

## 2.1. Ключевые части кода

Задача №1 – Написать собственный класс, основанный на интерфейсе Array. Основной код программы представлен в приложении А. Диаграмма для класса Array представлена на рисунке 2.1. Ключевые части кода задачи №1:

Добавление нового элемента в Array представлено в листинге 1

Листинг 1 – Добавление нового элемента

public boolean add(String o) {

if (arraySize > elementsNumber) {

array[elementsNumber] = o;

} else {

arraySize \*= 2;

array = Arrays.copyOf(array, arraySize);

array[elementsNumber] = o;

}

elementsNumber++;

return true;

}

Добавление нового элемента в указанное место в Array представлено в листинге 2

Листинг 2 – Добавление нового элемента в указанное место

public void add(int index, String element) {

if (index > elementsNumber || index < 0) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else if (index == elementsNumber) {

add(element);

} else {

if (elementsNumber == arraySize) {

array = Arrays.copyOf(array, arraySize \* 2);

arraySize \*= 2;

}

System.arraycopy(array, index, array, index + 1, elementsNumber - index);

array[index] = element;

++elementsNumber;

}

}

Удаление элемента по указанному индексу в Array представлено в листинге 3

Листинг 3 – удаление элемента по указанному индексу

public String remove(int index) {

if (index < 0 || index > (elementsNumber - 1)) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

String buffer = array[index];

--elementsNumber;

System.arraycopy(array, index + 1, array, index, elementsNumber - index);

array[elementsNumber] = null;

return buffer;

}

}

Получение элемента по указанному индексу в Array представлено в листинге 4

Листинг 4 – Получение элемента по указанному индексу

public String get(int index) {

if (index < 0 || (index > elementsNumber - 1)) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

return array[index];

}

}

Замена элемента по указанному индексу в Array представлено в листинге 5

Листинг 5 – Замена элемента по указанному индексу

public String set(int index, String element) {

if (index < 0 || index > (elementsNumber - 1)) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

String buffer = array[index];

array[index] = element;

return buffer;

}

}

Задача №2 – Написать собственный класс, основанный на интерфейсе Linked. Основной код программы представлен в приложении Б. Диаграмма класса Linked представлена на рисунке 2.2. Ключевые части кода задачи №2:

Добавление нового элемента в Linked представлено в листинге 6

Листинг 6 – Добавление нового элемента

public boolean add(String o) {

Node currentNode = new Node();

currentNode.value = o;

if (first == null) {

last = currentNode;

first = currentNode;

} else {

last.next = currentNode;

last = currentNode;

}

++elementsNumber;

return true;

}

Добавление нового элемента в указанное место в Linked представлено в листинге 7

Листинг 7 – Добавление нового элемента по индексу

public void add(int index, String element) {

checkAddIndex(index);

if (index == elementsNumber) {

add(element);

} else if (index == 0) {

Node currentNode = new Node();

currentNode.value = element;

currentNode.next = first;

first = currentNode;

++elementsNumber;

} else {

Node currentNode = first;

int nodePos = 0;

while (currentNode != null) {

if (nodePos == index - 1) {

Node nextCurrentNode = currentNode.next;

Node newNode = new Node();

newNode.value = element;

newNode.next = nextCurrentNode;

currentNode.next = newNode;

++elementsNumber;

}

nodePos++;

currentNode = currentNode.next;

}

}

}

Удаление элемента по указанному индексу в Linked представлено в листинге 8

Листинг 8 – удаление элемента по индексу

public String remove(int index) {

checkIndex(index);

Node currentNode = first;

Node preNode = null;

if (index == 0) {

String buffer = first.value;

first = first.next;

--elementsNumber;

if (size() == 0) {

last = null;

}

return buffer;

} else {

for (int i = 0; i < elementsNumber; ++i) {

if (i == index) {

--elementsNumber;

preNode.next = currentNode.next;

if (index == elementsNumber) {

last = preNode;

}

return currentNode.value;

}

preNode = currentNode;

currentNode = currentNode.next;

}

}

return null;

}

Получение элемента по указанному индексу в Linked представлено в листинге 9

Листинг 9 – Получение элемента по указанному индексу

public String get(int index) {

checkIndex(index);

Node currentNode = first;

for (int i = 0; i < index; ++i) {

if (i == index) {

return currentNode.value;

}

currentNode = currentNode.next;

}

if (currentNode.value != null) {

return currentNode.value;

}

return null;

}

Замена элемента по указанному индексу в Linked представлено в листинге 10

Листинг 10 – Замена элемента по указанному индексу

public String set(int index, String element) {

String buffer;

checkIndex(index);

Node currentNode = first;

int i = 0;

while (currentNode != null) {

if (i == index) {

buffer = currentNode.value;

currentNode.value = element;

return buffer;

}

currentNode = currentNode.next;

i++;

}

return null;

}

Задача №3 – Написать собственный класс, основанный на интерфейсе Map. Основной код программы представлен в приложении В. Диаграмма для класса Map представлена на рисунке 2.3. Ключевые части код задачи №3:

Вычисление hash с помощью функции hashCalc представлено в листинге 11

Листинг 11 – Вычисление hash

public int hashCalc(String key) {

int hashCode = 0;

if (key != null) {

for (int i = 0; i < key.length(); ++i) {

hashCode += (int) (key.charAt(i));

}

}

return hashCode;

}

Добавление нового элемента в Map по ключу и значению представлено в листинге 12

Листинг 12 – Добавление нового элемента по ключу и значению

public Integer put(String key, Integer value) {

int hash = hashCalc(key);

if (nodeBasket[hash % basketNumbers] != null) {

Node currentNode = nodeBasket[hash % basketNumbers];

do {

if (Objects.equals(currentNode.key, key)) {

int buffer = currentNode.value;

currentNode.value = value;

return buffer;

}

if (currentNode.next == null) {

Node nextNode = new Node(hash, key, value);

currentNode.next = nextNode;

elementsNumber++;

break;

}

currentNode = currentNode.next;

} while (currentNode != null);

} else {

Node newNode = new Node(hash, key, value);

newNode.next = null;

elementsNumber++;

nodeBasket[hash % basketNumbers] = newNode;

}

if (elementsNumber >= basketNumbers \* loadFactor) {

nodeBasket = resize();

}

return null;

}

Удаление элемента в Map по ключу представлено в листинге 13

Листинг 13 – Удаление элемента по ключу

public Integer remove(String key) {

int hash = hashCalc(key);

if (nodeBasket[hash % basketNumbers] != null) {

Node currentNode = nodeBasket[hash % nodeBasket.length];

Node bufferNode = null;

while (currentNode != null) {

if (Objects.equals(currentNode.key, key)) {

Integer returnInt = currentNode.value;

if (bufferNode == null) {

nodeBasket[hash % basketNumbers] = currentNode.next;

} else {

bufferNode.next = currentNode.next;

}

--elementsNumber;

return returnInt;

}

bufferNode = currentNode;

currentNode = currentNode.next;

}

}

return null;

}

Получение значения по ключу в Map представлено в листинге 14

Листинг 14 – Получение значения по ключу

public Integer get(String key) {

int hash = hashCalc(key);

if (nodeBasket[hash % nodeBasket.length] == null) {

return null;

}

Node currentNode = nodeBasket[hash % nodeBasket.length];

while (currentNode != null) {

if (Objects.equals(currentNode.key, key)) {

return currentNode.value;

}

currentNode = currentNode.next;

}

return null;

}

Задача №4 – «Написать класс, который позволяет через командную строчку создавать на выбор динамическую структуру и заполнять ее. Вывести количество элементов в структуре и спросить у пользователя хочется ли он вывести все элементы. YES - означает, вывести, NO - не выводить и перейти к следующему шагу. Если пользователь ввел команду YES, то выводится список элементов, каждый элемент в новой строке. Спросить у пользователя, хочется ли он получить конкретный элемент по индексу или по ключу. YES означает, что хочет. NO, что не хочет. Если пользователь ввел YES, то необходимо дождаться, что он введет индекс или ключ (в зависимости от типа данных для map это ключ, для остальных - индекс). Далее вывести полученных элемент, а также необходимо количество миллисекунд для этого действия.» Основной код программы представлен в приложении Г. Ключевые части кода программы №4:

Выбор коллекции для добавления элементов представлен в листинге 15

Листинг 15 – Выбор коллекции для добавления

do {

selectCollection = input.nextLine();

check = true;

if (selectCollection.matches("^ARRAY$|^LINKED$|^MAP$")) {

check = false;

} else {

System.out.println("Incorrect input");

}

} while (check);

ArrayMethods array = new ArrayMethods();

LinkedMethods linked = new LinkedMethods();

MapMethods map = new MapMethods();

String inputInColletction;

do {

inputInColletction = input.nextLine();

check = true;

if (inputInColletction.equals("END")) {

check = false;

break;

}

switch (selectCollection) {

case arraySelect:

array.add(inputInColletction);

break;

case linkedSelect:

linked.add(inputInColletction);

break;

case mapSelect:

boolean secCheck;

int value = EMPTY;

do {

System.out.print("input value: ");

if (input.hasNextInt()) {

value = input.nextInt();

secCheck = true;

if (value <= 0) {

System.out.println("the value must be greater than 0");

secCheck = false;

}

} else {

input.nextLine();

System.out.println("You input not an integer value.");

secCheck = false;

}

} while (!secCheck);

input.nextLine();

map.put(inputInColletction, value);

break;

}

} while (check);

## 2.2. Диаграмма классов

1. Диаграмма класса Array (Рис 2.1):

![](data:image/png;base64,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)

Рис 2.1 – Диаграмма класса Array

1. Диаграмма класса Linked (Рис 2.2):
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Рис 2.2 – Диаграмма класса Linked

1. Диаграмма класса Map (Рис 2.3)
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Рис 2.3 – Диаграмма класса Map

# ПРОЦЕСС ТЕСТИРОВАНИЯ

Тестирование программы, написанной в классе Main представлено в таблице 1

Таблица 1 – Тестирование программы, написанной в классе Main

|  |  |  |  |
| --- | --- | --- | --- |
| № | Назначение теста | Входные данные | Реакция программы |
| 1 | Проверка правильности выбора коллекции(1) | 123  Маша  Lin  Map  Array | «Incorrect input» |
| 2 | Проверка правильности выбора коллекции(2) | LINKED  ARRAY  MAP | Переход к добавлению в выбранную коллекцию |
| 3 | Проверка ввода элементов в выбранную коллекцию | Маша  Паша  Дима  END | Запись элементов «Маша», «Паша», «Дима» в выбранную коллекцию (кроме MAP) |
| 4 | Проверка ввода элементов в MAP(1) | Саша  Вика | «You input not an integer value.» |
| 5 | Проверка ввода элементов в MAP(2) | Дима  -1 | «the value must be greater than 0» |
| 6 | Проверка ввода элементов в MAP(3) | Дима  15  END | Создание пары key – «Дима», value – «15». |
| 7 | Проверка вывода всех элементов массива(1) | YES | Вывод элементов «Маша», «Паша», «Дима»(кроме MAP) |
| 8 | Проверка вывода всех элементов массива для MAP | YES | Вывод элементов MAP в формате «Ключ –> Значение» - «Дима -> 15» |
| 9 | Проверка вывода всех элементов массива | NO | Переход к выводу элемента по индексу |
| 10 | Получение значения по индексу(1) | 1 | Вывод «Миша» (для LINKED и ARRAY). Вывод «Дима -> 15» (для MAP) |
| 11 | Получение значения по индексу(2) | NO | Завершение работы программы. |
| 12 | Получение значения по индексу(3) | 10 | Вывод null. |
| 13 | Получение значения по индексу(4) | Паша  ^  ? | «Not an integer.» |
| 14 | Получение значения по индексу(5) | -2 | "Enter index > 0." |

# ЗАКЛЮЧЕНИЕ

Создание собственных динамических структур данных позволяет понять принцип реализации этих структур в стандартных библиотеках Java. Это необходимо для последующего использованию этих классов в своих программах.
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# ПРИЛОЖЕНИЕ А

Листинг 15 – Код программы класса ArrayMethods:

package mai;

import mai.interfaces.Array;

import java.util.Arrays;

import java.util.Objects;

public class ArrayMethods implements Array {

String[] array;

int arraySize;

int elementsNumber = 0;

private static final int DEFAULT\_SIZE = 5;

public ArrayMethods() {

this(DEFAULT\_SIZE);

}

public ArrayMethods(int size) {

if (size > 0) {

array = new String[size];

arraySize = size;

} else {

throw new IllegalArgumentException("Size must be greater than 0" + size);

}

}

public int size() {

return elementsNumber;

}

public boolean isEmpty() {

return elementsNumber == 0;

}

public boolean contains(String o) {

return indexOf(o) != -1;

}

public String[] toArray() {

return Arrays.copyOf(array, elementsNumber);

}

public boolean add(String o) {

if (arraySize > elementsNumber) {

array[elementsNumber] = o;

} else {

arraySize \*= 2;

array = Arrays.copyOf(array, arraySize);

array[elementsNumber] = o;

}

elementsNumber++;

return true;

}

public boolean addAll(Array c) {

if (c == null) {

throw new IllegalArgumentException("Array can not be null");

} else if (c.size() == 0) {

return false;

} else {

for (int i = 0; i < c.size(); ++i) {

add(c.get(i));

}

return true;

}

}

public boolean addAll(int index, Array c) {

int prevSize = elementsNumber;

if (c == null) {

throw new IllegalArgumentException("Array can not be null");

}

if (index < 0 || index > elementsNumber) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

if (c.size() == 0) {

return false;

}

for (int i = 0; i < c.size(); ++i) {

add(index + i, c.get(i));

}

}

return elementsNumber != prevSize;

}

public void clear() {

array = new String[DEFAULT\_SIZE];

arraySize = DEFAULT\_SIZE;

elementsNumber = 0;

}

public String get(int index) {

if (index < 0 || (index > elementsNumber - 1)) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

return array[index];

}

}

public String set(int index, String element) {

if (index < 0 || index > (elementsNumber - 1)) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

String buffer = array[index];

array[index] = element;

return buffer;

}

}

public void add(int index, String element) {

if (index > elementsNumber || index < 0) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else if (index == elementsNumber) {

add(element);

} else {

if (elementsNumber == arraySize) {

array = Arrays.copyOf(array, arraySize \* 2);

arraySize \*= 2;

}

System.arraycopy(array, index, array, index + 1, elementsNumber - index);

array[index] = element;

++elementsNumber;

}

}

public String remove(int index) {

if (index < 0 || index > (elementsNumber - 1)) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

String buffer = array[index];

--elementsNumber;

System.arraycopy(array, index + 1, array, index, elementsNumber - index);

array[elementsNumber] = null;

return buffer;

}

}

public boolean remove(Object o) {

for (int i = 0; i < elementsNumber; ++i) {

if (Objects.equals(o, array[i])) {

remove(i);

return true;

}

}

return false;

}

public int indexOf(String o) {

for (int i = 0; i < elementsNumber; ++i) {

if (Objects.equals(o, array[i])) {

return i;

}

}

return -1;

}

public int lastIndexOf(String o) {

for (int i = elementsNumber - 1; i >= 0; --i) {

if (Objects.equals(o, array[i])) {

return i;

}

}

return -1;

}

public Array subList(int fromIndex, int toIndex) {

if (toIndex > (elementsNumber) || fromIndex < 0 || fromIndex >= toIndex || fromIndex >= elementsNumber) {

throw new IndexOutOfBoundsException("Invalid indexes");

} else {

Array newArray = new ArrayMethods(toIndex - fromIndex);

for (int i = fromIndex; i < toIndex; ++i) {

newArray.add(array[i]);

}

return newArray;

}

}

public boolean removeAll(Array c) {

if (c == null) {

throw new IllegalArgumentException("Array can not be null");

}

int prevSize = elementsNumber;

if (c.size() <= 0) {

return false;

} else {

for (int i = 0; i < c.size(); ++i) {

remove(c.get(i));

}

}

return elementsNumber != prevSize;

}

public boolean containsAll(Array c) {

if (c == null) {

throw new IllegalArgumentException("Array can not be null");

}

int check = 0;

for (int i = 0; i < c.size(); ++i) {

for (int j = 0; j < elementsNumber; ++j) {

if (Objects.equals(c.get(i), array[j])) {

++check;

}

}

}

return check == c.size();

}

}

# ПРИЛОЖЕНИЕ Б

Листинг 16 – Код программы класса LinkedMethods:

package mai;

import mai.interfaces.Linked;

import java.util.Objects;

public class LinkedMethods implements Linked {

int elementsNumber = 0;

public static class Node {

String value;

Node next;

}

Node first = null;

Node last = null;

public LinkedMethods() {

}

public void checkIndex(int index) {

if (index >= elementsNumber || index < 0) {

throw new IllegalArgumentException("Invalid indexes");

}

}

public void checkAddIndex(int index) {

if (index > elementsNumber || index < 0) {

throw new IllegalArgumentException("Invalid indexes");

}

}

public int size() {

return elementsNumber;

}

public boolean isEmpty() {

return elementsNumber == 0;

}

public boolean contains(String o) {

return indexOf(o) != -1;

}

public String[] toArray() {

String[] stringForReturn = new String[elementsNumber];

if (first != null) {

Node currentNode = first;

for (int i = 0; i < elementsNumber

&& currentNode.next != null; i++, currentNode = currentNode.next) {

stringForReturn[i] = currentNode.value;

}

stringForReturn[elementsNumber - 1] = currentNode.value;

}

return stringForReturn;

}

public boolean add(String o) {

Node currentNode = new Node();

currentNode.value = o;

if (first == null) {

last = currentNode;

first = currentNode;

} else {

last.next = currentNode;

last = currentNode;

}

++elementsNumber;

return true;

}

public boolean addAll(Linked c) {

if (c == null) {

throw new IllegalArgumentException("Linked can not be null");

} else if (c.size() <= 0) {

return false;

}

addAll(elementsNumber, c);

return true;

}

public boolean addAll(int index, Linked c) {

checkAddIndex(index);

if (c == null) {

throw new IllegalArgumentException("Linked can not be null");

} else {

if (c.size() == 0) {

return false;

}

for (int i = index; i < c.size() + index; ++i) {

add(i, c.get(i - index));

}

return true;

}

}

public void clear() {

first = null;

last = null;

elementsNumber = 0;

}

public String get(int index) {

checkIndex(index);

Node currentNode = first;

for (int i = 0; i < index; ++i) {

if (i == index) {

return currentNode.value;

}

currentNode = currentNode.next;

}

if (currentNode.value != null) {

return currentNode.value;

}

return null;

}

public String set(int index, String element) {

String buffer;

checkIndex(index);

Node currentNode = first;

int i = 0;

while (currentNode != null) {

if (i == index) {

buffer = currentNode.value;

currentNode.value = element;

return buffer;

}

currentNode = currentNode.next;

i++;

}

return null;

}

public void add(int index, String element) {

checkAddIndex(index);

if (index == elementsNumber) {

add(element);

} else if (index == 0) {

Node currentNode = new Node();

currentNode.value = element;

currentNode.next = first;

first = currentNode;

++elementsNumber;

} else {

Node currentNode = first;

int nodePos = 0;

while (currentNode != null) {

if (nodePos == index - 1) {

Node nextCurrentNode = currentNode.next;

Node newNode = new Node();

newNode.value = element;

newNode.next = nextCurrentNode;

currentNode.next = newNode;

++elementsNumber;

}

nodePos++;

currentNode = currentNode.next;

}

}

}

public String remove(int index) {

checkIndex(index);

Node currentNode = first;

Node preNode = null;

if (index == 0) {

String buffer = first.value;

first = first.next;

--elementsNumber;

if (size() == 0) {

last = null;

}

return buffer;

} else {

for (int i = 0; i < elementsNumber; ++i) {

if (i == index) {

--elementsNumber;

preNode.next = currentNode.next;

if (index == elementsNumber) {

last = preNode;

}

return currentNode.value;

}

preNode = currentNode;

currentNode = currentNode.next;

}

}

return null;

}

public boolean remove(Object o) {

Node currentNode;

int i = 0;

for (currentNode = first; (currentNode != null && i < elementsNumber); currentNode = currentNode.next) {

if (Objects.equals(get(i), o)) {

remove(i);

return true;

}

++i;

}

return false;

}

public int indexOf(String o) {

for (int i = 0; i < elementsNumber; ++i) {

if (Objects.equals(o, get(i))) {

return i;

}

}

return -1;

}

public int lastIndexOf(String o) {

for (int i = (elementsNumber - 1); i >= 0; --i) {

if (Objects.equals(o, get(i))) {

return i;

}

}

return -1;

}

public Linked subList(int fromIndex, int toIndex) {

checkIndex(fromIndex);

checkAddIndex(toIndex);

if (fromIndex >= toIndex) {

throw new IllegalArgumentException("invalid indexes");

}

Linked buffer = new LinkedMethods();

Node currentNode = first;

if (fromIndex == toIndex) {

return buffer;

} else {

for (int i = 0; i < toIndex && currentNode != null; ++i) {

if (i >= fromIndex) {

buffer.add(currentNode.value);

}

currentNode = currentNode.next;

}

}

return buffer;

}

public boolean removeAll(Linked c) {

int check = elementsNumber;

if (c == null) {

throw new IllegalArgumentException("Array can not be null");

} else if (c.size() <= 0) {

return false;

} else {

for (int i = 0; i < c.size(); ++i) {

remove(c.get(i));

}

}

return check != elementsNumber;

}

public boolean containsAll(Linked c) {

int check = 0;

if (c == null) {

throw new IllegalArgumentException("Array can not be null");

} else if (c.size() == 0) {

return false;

}

for (int i = 0; i < c.size(); ++i) {

if (contains(c.get(i))) {

++check;

}

}

return check == c.size();

}

}

# ПРИЛОЖЕНИЕ В

Листинг 17 – Код программы класса MapMethods:

package mai;

import mai.interfaces.Map;

import java.util.Objects;

public class MapMethods implements Map {

public static class Node {

String key;

Integer value;

int hash;

Node next;

public Node(int hash, String key, int value) {

this.hash = hash;

this.key = key;

this.value = value;

Node next;

}

}

private static final double LOAD\_FACTOR = 0.75;

private final double loadFactor;

private static final int DEFAULT\_SIZE = 5;

Node[] nodeBasket;

int basketNumbers = 0;

int elementsNumber = 0;

public int hashCalc(String key) {

int hashCode = 0;

if (key != null) {

for (int i = 0; i < key.length(); ++i) {

hashCode += (int) (key.charAt(i));

}

}

return hashCode;

}

private Node[] resize() {

Node[] prevBasket = nodeBasket;

basketNumbers \*= 2;

Node[] newBasket = new Node[basketNumbers];

for (int i = 0; i < prevBasket.length; i++) {

if (prevBasket[i] != null) {

Node currentNode = prevBasket[i];

do {

if (newBasket[currentNode.hash % newBasket.length] == null) {

newBasket[currentNode.hash % newBasket.length] = new Node(currentNode.hash, currentNode.key, currentNode.value);

} else {

Node nodeBuffer = newBasket[currentNode.hash % newBasket.length];

do {

if (nodeBuffer.next == null) {

nodeBuffer.next = new Node(currentNode.hash, currentNode.key, currentNode.value);

break;

}

nodeBuffer = nodeBuffer.next;

} while (nodeBuffer != null);

}

currentNode = currentNode.next;

} while (currentNode != null);

}

}

return newBasket;

}

public MapMethods(int basketNumbers, double loadFactor) {

if (basketNumbers < 1 || loadFactor > 1 || loadFactor <= 0) {

throw new IllegalArgumentException("illegal arguments");

} else {

this.basketNumbers = basketNumbers;

nodeBasket = new Node[basketNumbers];

this.loadFactor = loadFactor;

elementsNumber = 0;

}

}

public MapMethods() {

this(DEFAULT\_SIZE, LOAD\_FACTOR);

}

public int size() {

return elementsNumber;

}

public boolean isEmpty() {

return elementsNumber == 0;

}

public boolean containsKey(String key) {

int hash = hashCalc(key);

if (nodeBasket[hash % basketNumbers] != null) {

Node currentNode = nodeBasket[hash % basketNumbers];

while (currentNode != null) {

if (Objects.equals(currentNode.key, key)) {

return true;

}

currentNode = currentNode.next;

}

}

return false;

}

public boolean containsValue(Integer value) {

if (this.isEmpty()) {

return false;

}

for (Node currentNode : nodeBasket) {

if (currentNode != null) {

do {

if (Objects.equals(currentNode.value, value)) {

return true;

}

currentNode = currentNode.next;

} while (currentNode != null);

}

}

return false;

}

public Integer get(String key) {

int hash = hashCalc(key);

if (nodeBasket[hash % nodeBasket.length] == null) {

return null;

}

Node currentNode = nodeBasket[hash % nodeBasket.length];

while (currentNode != null) {

if (Objects.equals(currentNode.key, key)) {

return currentNode.value;

}

currentNode = currentNode.next;

}

return null;

}

public Integer put(String key, Integer value) {

int hash = hashCalc(key);

if (nodeBasket[hash % basketNumbers] != null) {

Node currentNode = nodeBasket[hash % basketNumbers];

do {

if (Objects.equals(currentNode.key, key)) {

int buffer = currentNode.value;

currentNode.value = value;

return buffer;

}

if (currentNode.next == null) {

Node nextNode = new Node(hash, key, value);

currentNode.next = nextNode;

elementsNumber++;

break;

}

currentNode = currentNode.next;

} while (currentNode != null);

} else {

Node newNode = new Node(hash, key, value);

newNode.next = null;

elementsNumber++;

nodeBasket[hash % basketNumbers] = newNode;

}

if (elementsNumber >= basketNumbers \* loadFactor) {

nodeBasket = resize();

}

return null;

}

public Integer remove(String key) {

int hash = hashCalc(key);

if (nodeBasket[hash % basketNumbers] != null) {

Node currentNode = nodeBasket[hash % nodeBasket.length];

Node bufferNode = null;

while (currentNode != null) {

if (Objects.equals(currentNode.key, key)) {

Integer returnInt = currentNode.value;

if (bufferNode == null) {

nodeBasket[hash % basketNumbers] = currentNode.next;

} else {

bufferNode.next = currentNode.next;

}

--elementsNumber;

return returnInt;

}

bufferNode = currentNode;

currentNode = currentNode.next;

}

}

return null;

}

public void putAll(Map map) {

if (map != null) {

MapMethods secondMap = (MapMethods) map;

for (Node node : secondMap.nodeBasket) {

if (node != null) {

do {

put(node.key, node.value);

node = node.next;

} while (node != null);

}

}

}

}

public void clear() {

elementsNumber = 0;

basketNumbers = DEFAULT\_SIZE;

nodeBasket = new Node[DEFAULT\_SIZE];

}

}

# ПРИЛОЖЕНИЕ Г

Листинг 17 – Код класса Main

package mai;

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner input = new Scanner(System.in);

String selectCollection;

final String arraySelect = "ARRAY";

final String linkedSelect = "LINKED";

final String mapSelect = "MAP";

final int EMPTY = 0;

boolean check = true;

do {

selectCollection = input.nextLine();

check = true;

if (selectCollection.matches("^ARRAY$|^LINKED$|^MAP$")) {

check = false;

} else {

System.out.println("Incorrect input");

}

} while (check);

ArrayMethods array = new ArrayMethods();

LinkedMethods linked = new LinkedMethods();

MapMethods map = new MapMethods();

String inputInColletction;

do {

inputInColletction = input.nextLine();

check = true;

if (inputInColletction.equals("END")) {

check = false;

break;

}

switch (selectCollection) {

case arraySelect:

array.add(inputInColletction);

break;

case linkedSelect:

linked.add(inputInColletction);

break;

case mapSelect:

boolean secCheck;

int value = EMPTY;

do {

System.out.print("input value: ");

if (input.hasNextInt()) {

value = input.nextInt();

secCheck = true;

if (value <= 0) {

System.out.println("the value must be greater than 0");

secCheck = false;

}

} else {

input.nextLine();

System.out.println("You input not an integer value.");

secCheck = false;

}

} while (!secCheck);

input.nextLine();

map.put(inputInColletction, value);

break;

}

} while (check);

switch (selectCollection) {

case arraySelect:

System.out.println(array.size());

break;

case linkedSelect:

System.out.println(linked.size());

break;

case mapSelect:

System.out.println(map.size());

break;

}

System.out.println("show all elements of the collection?");

String choice = input.nextLine();

if (choice.equals("YES")) {

switch (selectCollection) {

case arraySelect:

for (String element : array.toArray()) {

System.out.println(element);

}

break;

case linkedSelect:

for (String element : linked.toArray()) {

System.out.println(element);

}

break;

case mapSelect:

for (MapMethods.Node node : map.nodeBasket) {

if (node != null) {

System.out.println(node.key + " -> " + node.value);

}

}

break;

}

}

long time = EMPTY;

System.out.println("Do you want get element?");

if (input.nextLine().equals("YES")) {

int index = 0;

time = System.currentTimeMillis();

switch (selectCollection) {

case arraySelect:

check = false;

do {

System.out.print("Enter index: ");

if (input.hasNextInt()) {

index = input.nextInt();

check = true;

if (index <= 0) {

System.out.println("Enter index > 0.");

check = false;

}

} else {

input.nextLine();

System.out.println("Not an integer.");

check = false;

}

} while (!check);

System.out.println(array.get(index));

break;

case linkedSelect:

do {

System.out.print("Enter index: ");

if (input.hasNextInt()) {

index = input.nextInt();

check = true;

if (index <= 0) {

System.out.println("Enter index > 0.");

check = false;

}

} else {

input.nextLine();

System.out.println("Not an integer.");

check = false;

}

} while (!check);

System.out.println(linked.get(index));

break;

case mapSelect:

System.out.println("Enter key: ");

String key = input.nextLine();

System.out.println(map.get(key));

break;

}

}

if (time != 0) {

double currentTime = System.currentTimeMillis();

System.out.println("Поиск по элементам занял " + (currentTime - time) + " миллисекунд.");

}

}

}